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Abstract— Block-coding environments such as Scratch and
App Inventor have long been used as visual and interactive
tools for STEM education and, in recent years, for
teaching AI. However, studies show that the existing
block-based applications are less effective in AI education
due to drawbacks such as their black box-style
presentation, difficulties in creating teaching content, and
challenges in applying the knowledge to real-world tasks.
This paper proposes AIBEE, an AI-driven Block-coding
Educational Environment, providing functional AI blocks
facilitating the full AI modeling process from data
importing and processing to model training and testing.
The AIBEE system aims to make AI education simpler and
accessible for all by allowing users to interactively create
an AI model using drag-and-drop blocks and instantly
observing the running results without writing any code.
This paper describes the design and implementation of the
AIBEE system, as well as the planned experimental tests to
comparatively evaluate its performance against other
block-based educational environments.
Keywords— Block-based Coding, Educational Technology,
AI Learning Platform

I. INTRODUCTION
Among various AI educational tools or systems currently in

active use, block-based programming or block-coding
environments have been widely leveraged in computer science
and recently in AI education, demonstrating decent
performance and effectiveness for both teaching and learning
[1]. Distinct from conventional text-based or other visual
programming approaches, block coding uses connected puzzle
pieces or boxes as visual cues to help the user establish the
logic and processes of computational entities and data flows
[2]. The most popular block-coding environments are MIT
Scratch [3] [4] and MIT App Inventor [5], both having tens of
millions of users worldwide.
Despite the ease of use and extensive acceptance of

block-coding tools like Scratch and App Inventor, studies have
shown their drawbacks, including:

● Teaching AI in black box-style blocks only
demonstrates results without revealing the components
inside to help the learners understand the conceptual
foundations [6]

● Lack of comprehensive curriculum and interactive
instructional support due to difficulties with creating
teaching content and the lack of assisted teaching
solutions [7]

Furthermore, most of these environments do not allow the
learners to export the created models for other applications or

deploy them for the learners’ real-life use cases, causing a gap
between learning and actual usage.
To address these challenges, this paper proposes AIBEE, an

AI-driven Block-coding Educational Environment, aiming to
solve the above problems with the following functionalities:

● Different levels and types of AI blocks that support
high-level conceptual education as well as low-level
model fine-tuning

● AI-driven content generation that assists curriculum
creation and development

● An interactive AI teaching assistant that provides
in-context instructional support

● Importing/exporting functionality for AI models to and
from standard formats to facilitate an open system

● Integrated AI application hosting that allows the users to
run the created models after learning/prototyping

II. METHODOLOGY
The AIBEE project consists of the following approaches: UI

design, system architecture, and data flow.

A. UI Design
The AIBEE system is implemented as a cloud-hosted web

application, with the main UI shown in Fig. 1.

Fig. 1 Web UI Design

The web app UI adapts a 3-column layout with a left panel,
central build space, and right display space. The upper part of
the left panel is the block space including a search box, where
the user can explore the AI blocks available to build an
AIBEE Blockwork. The blocks are categorized into functional
groups such as datasets, processing, models, training,
visualization, evaluation, and running. Users can drag a block
from the block space and drop it into the central build space.
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The lower section of the left panel serves as the AI teaching
zone. This area includes a chatbot for text-based
conversational assistance and an AI instructor. Initially, the AI
instructor will be a pre-recorded video player, but a virtual AI
instructor is planned for future implementation. The central
space is the work area where the user can build the AIBEE
Blockwork to learn and test AI models. The default block
view can be switched to the code view which displays the
Python code generated from the current Blockwork. The
right-side space displays the output of the Python code
corresponding to the blocks, which is similar to the work style
of a Jupyter Notebook. The visual output view can be
switched to a text view which shows the related tutorials or the
help documents of this system.

B. System Architecture
As shown in Figure 2, the AIBEE system is developed as a

web application hosted on cloud infrastructure such as AWS.
The web front end (WFE) is built using the Node.js
framework and Google Blockly library [8] [9]. The service
layer uses the microservice design, including web service
APIs exposed as a user, dataset, model, code conversion, and
block management. The services are routed using an AWS
API gateway connecting the WFE. The backend storage uses
AWS S3 file storage for saving blockwork files and AWS
RDS for saving system data. The AI model training and
running are driven by a Jupyter [10] Server hosted on AWS
SageMaker service.

Fig. 2 System Architecture

C. Data Flow
The main data flow of this system uses a client-server style

as shown in Figure 3. The core service handling the data flow
is a custom node.js (AIBEE) module which validates the
blockwork design and converts it to Jupyter notebook (ipynb)

code. All the blocks in the AIBEE system are created as
custom Google Blockly blocks, together with predefined
variables, functions, and corresponding Python code.

III. EXPERIMENTAL TESTS
To evaluate the performance of AIBEE in actual learning

and teaching, experimental AI education sessions have been
scheduled in June and July as free, 5-day summer camps. We
will collect approximately 60 registrations of high school
students and randomly assign them to 3 groups: AIBEE,
Scratch, and App Inventor. Each session will introduce
students to one machine-learning module and one
deep-learning module. At the end of the 5 days, students will
be required to complete a survey for qualitative analysis and a
quiz for quantitative evaluation of AIBEE’s effectiveness.

IV. CONCLUSION
This paper describes the background, idea, and approach of

the AIBEE system, an AI-driven Block-coding Educational
Environment. This project has great potential as an effective
and innovative solution to assist K-12 schools and higher
education institutions in making AI education easier and
accessible for all.
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